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Background 

I carried out my first 20-value-delivery-step agile IT project in 1960 on an invoicing system in Oslo when I 

was 20 and I just used my common sense. It was a radical re-architecting of what IBM initially sold to my 

client. So I realized that 'smarter architecture' might be needed to deliver results stepwise, with learning at 

each step. 

Then I began to realize not everyone in this business has common sense. But many smarter people shared 

the agile ideas, which we called "Evolutionary" at the time [see 28B]. 

With few exceptions [18, 19, 28B, 30, 31] I was for over 35 years a lone voice in the wilderness: the 

masses, including the U.S. Department of Defense (DoD), believed in Waterfall, and I was obviously a bit 

unconventional and ignored, as I often am today concerning the need for engineering methods in software 

and management [1, 2]. 

Fortunately for me, there were several exceptional organizations that requested me to help them with 

these 'evolutionary' ideas, for example, HP [29], Intel [15], Boeing, Ericsson, and Confirmit in Norway [20] 

- and others, all of whom had more quantified documented success than any of the Manifesto Agile 

offspring. I was not alone, rather, a quiet minority. 

Unfortunately, the Agile Manifesto states embarrassing platitudes, with no visible foundation or purpose. 

In this article, I will discuss the Agile Manifesto point by point: its four values and ten principles. I will first 

attempt to answer the question of how I aligned with the value or principle. Then I will add my own ideas, 

and a reformulation of the principles. 
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In general, I was never impressed [5, 27] with the expositions concerning Agile because of what I 

considered their “fuzziness”. But the thirsty world out there did get seduced by that fuzziness. 'Survival is 

not mandatory' as W. Edwards Deming said1. 

If I were to put blame on a single factor, I would blame the management MBA culture. Too much 'bean 

counting' and too little about 'managing values' and 'delivering qualities' that actually provide financial 

value. [34, 22]. 

The Four Values of the Agile Manifesto  

Reference: http://agilemanifesto.org  

I have long since written my counter-proposal for Agile Values [36B]. I believe that the value statements 

provided in “Values for Value” are much better and clearer than the fuzzy stuff in the Manifesto.  

1. Individuals and interactions over processes and tools 

Well, of course. Live human reality beats theory and planning. 

Planguage (I use this term for specification language for requirements, design, stakeholders, and results) 

and Evo (the term I use for iterative, incremental, learning project management process [1, 2], are 'tools 

and interactions' which deeply support stakeholders, learning, feedback, and change; in multiple 

dimensions (of values and costs) simultaneously. 

Of course, 'stakeholders first' and their ‘interactions with requirements and systems' before bureaucracy. 

However, people obviously have to be taught suitable processes to support stakeholders, and the 

Manifesto hardly mentions 'stakeholders': only the narrow category 'users and customers' dominates (for 

example, in the practices, user stories, and use cases that might better be called 'stakeholder stories' and 

'stakeholder cases'). 

My conclusion is that the Manifesto is dangerously ‘narrow-minded' concerning people and interactions. 

Figure 1 below, from my slides Advanced Agile Software Engineering (2018) [37] 

(http://concepts.gilb.com/dl915) provides many examples of stakeholder categories, and expresses the 

idea that stakeholder analysis interacts with values (requirements) in a continuous, iterative, learning way 

[51, 52]. 

                                                 
1 Out of the Crisis. Cambridge, Massachusetts, USA: Massachusetts Institute of Technology, Center for Advanced Engineering 
Study, 1986. Dr. Deming is the father of quality in Japan and did much for the United States as he emphasized giving more 
attention to it. See also Mary Walton, The Deming Management Method (New York, N.Y. USA, The Berkley Publishing Group, 
1986). 
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Figure 1: Continuous Iterative Interaction of Stakeholders with Requirements 

2. Working software over comprehensive documentation 

Absolutely agree. 

That is why Evo suggests a maximum of 1-week front-end planning, before diving in and attempting to 

deliver real measurable stakeholder-value increments, on the 2nd and all following weeks [1, 5. 6, 8], until 

no stakeholder value deliveries can be prioritized [10]. 

Notice I said 'deliver real measurable stakeholder value’ rather than "Working software is the primary 

measure of progress”; or even worse, "Our highest priority is to satisfy the customer through early and 

continuous delivery of valuable software". 

It is why Evo has a 'startup process' that is 'time-boxed' to a maximum of one week [6], and why we do the 

'top-ten critical stakeholder values quantified', on a single page, in a single day [5A]. 

We then specify the 'top-ten critical architecture ideas' on the second day, on a single page [6] and 

continue on in the next 2 days [6] with estimation of 'architecture value impacts' and 'architecture costs', 

and then selection of 'next week’s agile value delivery sprint' on day 4. Unfortunately, Manifesto Agile 

suggests none of this [32, 33]. 
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Manifesto Agile practices (not in the Manifesto itself, but rather in XP) does user stories and epics. That 

is, it provides language and documentation. But this is less valuable documentation, premature overhead, 

and are 'amateur designs' pretending to be 'requirements', and they are overrated detail overhead, suitable 

for coders, but not project managers, and not result designers. [5B].  

I understand this value as a reaction to 'excess quantities of documentation' in some earlier waterfall 

methods [30, 31]. But the reaction is a 'programmer’s eye view of the world', and does not really consider 

the primary and critical purposes of all projects: to deliver value to stakeholders, NOT 'code to computers'. 

There were far too many 'coders at heart' who negotiated the Manifesto. Apparently, they had no 

understanding of the notion of delivering measurable and useful stakeholder value. This can be done 

without coding at all! Some of them (Sutherland and Cohn, for example) do appreciate the 'value and 

quality' notion better today, but their methods do not instantiate the consequences of that.  

Good managers could have prevented narrow-minded excess. 

3. Customer collaboration over contract negotiation 

I believe this Manifesto value notion has its roots in inadequate contracting practices, compounded by 

even worse development processes: waterfall, fixed price, and fixed dates, with contract technical design 

specifications instead of contract results, and specifications.  

Some professional friends of mine have built a simple legal framework for doing agile. There is no fixed 

long term cost, or specs, or deadline. 

It is all worked out in 'collaboration with the customer' step by step. If step results are measurably delivered, 

payment is due. [39]. 'Negotiation' is done step by step, as we learn, get results, and build confidence. 

In earlier times, in a situation where fixed price, fixed date, and fixed high quality levels were simply handed 

to the developers, a smart team at IBM Federal Systems Division, led by Harlan Mills [18, 19], developed 

a process called 'Cleanroom' which was completely agile, but more like Evo since it got control over 

qualities, costs, and time by quantification, measurement and learning, coupled with in step re-architecture 

[Quinnan, 18]. 

Since Manifesto Agile has no architecture concept, it is incapable of doing agile architecture the way 

Quinnan did it at IBM (30 years earlier in deliveries of 43 increments). 

Their published results [19] were not like Manifesto Agile (20-60% failure) [33]. Their result was what we 

experience and expect with the cousin process 'Evo': 'all projects on time, under budget' year after year, 

without exception. 

The success reason is simple, 'lean': early continuous feedback and learning, based on quantification and 

measurement of critical values and qualities (software 'engineering') [2, 19, 25, and 28]. The 'systems 

engineering' and 'software engineering' which is totally absent from Manifesto Agile. 
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If one does not state value improvements and costs quantitatively up front, and then iterate towards 

meeting targets, within resource constraints (engineering, Evo, Cleanroom), one cannot see deviation from 

plans early enough. One will not be successful [33].  

4. Responding to change over following a plan 

Of course, I agree, as noted previously. 

But, there are several kinds of 'plans', for example: immature fixed ones that are based on lack of deep 

understanding of complex stakeholder values; 'plans which specify badly designed architecture', rather 

than end results for stakeholders. 

Our preference is 'plans that focus on a few critical, quantified, top level, long-term value improvements'. 

Of course, these quantified plans are subject to incremental change, for example, change directed by high 

level guidance, from top management, on behalf of their stakeholders, providing good directions of change 

and improvement. 

I believe [1] that we need much better, and much higher level 'plans' [1, 5A], and that our responses need 

to be caused by 'numeric deviation from plans', or numeric need to change these numeric plans to reflect 

the real world. 

This is both because we get to understand that real world, by trying to deliver change, and because the 

real world itself needs to change top-level requirements (business, market, and society changes, for 

example). And thirdly because of the necessity of change to improved top-level architectures (technology 

change).  

Manifesto Agile is light-years distant from (really and practically) dealing with these realities. It is likely to 

fail, except in the simplest of small programming projects. 

In summary, the 'four values' are poorly stated by the Manifesto committee. Planguage and Evo methods 

are far better suited to the mature intent of the values.2  

The Twelve Agile Manifesto Principles 

Reference: http://agilemanifesto.org/principles.html. 

I provided my personal counter-proposal for Agile Principles in 2010 [see 36A]. 

I believe that the 'principles' statements provided there are much better and clearer than those in the 

Manifesto.  

                                                 
2 See Competitive Engineering: A Handbook for Systems Engineering, Requirements Engineering, and Software Engineering 
Using Planguage, available at https://www.gilb.com/p/competitive-engineering. See also Planguage: A Software and Systems 
Engineering Language, for Evaluating Methods, Managing Projects for Zero Failure, and Maximum ‘Value Efficiency’. 
Keynote: International Conference on Software Process and Product Measurement (Mensura). Available at 
http://concepts.gilb.com/dl918.  
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I provide here my direct comments on the principles as published. 

1. Our highest priority is to satisfy the customer through early and continuous delivery of valuable 

software. 

Gilb methods (Planguage, Evo, [1, 2]) are devoted to 'stakeholder satisfaction' but in consideration of 

constraints such as legality, money, time, and 'balance with all other multiple values of a set of 

stakeholders'. I like the sentiment of Principle 1, but dislike the formulation.3 

I believe that true customer satisfaction needs to be defined unambiguously and quantitatively in terms of 

stakeholder values. 

The Manifesto has no such serious ‘stakeholder value' understanding, and seems to suggest that 'code 

delivery' is the same as 'customer satisfaction'. Or, at the common-agile-practices level, that 'user stories 

delivery' is 'satisfaction'. I disagree. 

Here is my constructive reformulation: 

1. Development efforts should attempt to deliver, measurably and cost-effectively, a well-defined set of 

prioritized stakeholder value-levels, as early as possible.  

2. Welcome changing requirements, even late in development. Agile processes harness change 

for the customer's competitive advantage. 

Gilb methods are completely tuned to 'rapidly', and to some degree 'automatically', accommodate 

changing requirements, of all kinds, including all critical stakeholder values; not just functional 

requirements and designs (i.e. not just user stories, functional requirements, or designs). 

We not only can easily adjust any requirements, but we can compute the changed priority [see 10] for 

implementation sequence, using such tools as Value Decision Tables and the Needs and Means Planning 

Tool (see www.needsandmeans.com). This is far superior to common agile practices such as using a 

product owner. 

Here is my constructive reformulation: 

2. Development processes must be able to discover and incorporate changes in stakeholder requirements, 

as soon as possible, and to understand their priority, their consequences to other stakeholders, to system 

architecture plans, to project plans, and contracts. 

                                                 
3 See Tom Gilb’s article, “The 10 Most Powerful Principles for Quality in Software and Software Organizations” [56] for an 
excellent tutorial concerning how to provide quality software. 
 



 

 PPA-006920-1  12 of 56 

3. Deliver working software frequently, from a couple of weeks to a couple of months, with a 

preference to the shorter timescale. 

I do not believe that this is a useful principle. I believe that it is 'delivery of defined and approved 

stakeholder values' which is useful. 

Including the idea of delivering 'values for resources consumed'. Meaning 'profitability' and 'efficiency'.  

Evo and Planguage [1, 2] would be quite happy, even in the realm of IT systems, if we never wrote code, 

and never delivered it. Code is not the point, except for coders. 

The objective is to achieve ‘business and organizational improvements', and if we can find better, more 

cost-effective ways, to deliver those values, we should use those methods. 

We need, I believe, to approach most of our projects from a 'systems' point of view, that is, a view that 

considers the interactive nature and interdependence of external and internal factors. Not a dangerously 

narrow 'program code' point of view. The Manifesto has failed us here. 

Here is my constructive reformulation: 

3. Plan to deliver some measurable degree of improvement, to planned and prioritized stakeholder value 

requirements, as soon, and as frequently, as resources permit. 

Not, 'working software', just real stakeholder results. Personally, I prefer weekly or 2% of budget steps. 

Keep the measurable improvements 'continuously' flowing, however you choose to do it. I recommend not 

waiting a couple of months, if you can do better than that. 

4. Business people and developers must work together daily throughout the project. 

We support the spirit of this principle (except the unnecessary limitation of the adjective 'business'). But it 

is clumsily formulated, and unnecessarily proscriptive. 

There are available a large number of practical tools to assist collaboration: not least the basic idea that 

all required value improvements can and will be expressed quantitatively. All parties can work together 

towards that common set of objectives. 

The Planguage 'stakeholder value quantification' [1] is a great tool for improving collaboration. This is 

because all stakeholders and all developers will be able to understand the same thing, and track progress 

in actual value delivery. 

'Stakeholders', including critical stakeholders, is a much broader category of critical requirements sources 

than 'business stakeholders'. See the example stakeholder map above (Figure 1). 

The terms 'together', 'daily', and 'work' are ambiguous. When does the project begin and end? Who are 

the business people? 
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Here is my constructive reformulation: 

4. All parties to a development effort (stakeholders), need to have a relevant voice for their interests 

(requirements), and an insight into the parts of the effort that they will potentially impact, or which can 

impact them, on a continuous basis, including into operations and decommissioning of a system. 

Note: this does not happen by 'working together daily'. That becomes impractical and unworkable in large 

scale distributed systems. I believe that by having controlled access to a common project database in 

Planguage and using a tool such as needsandmeans.com, we can provide a 'relevant voice' to all 

stakeholders, and we can provide insight into consequences of plans and decisions for all. 

5. Build projects around motivated individuals. Give them the environment and support they need, 

and trust them to get the job done. 

Well of course.  

Projects need to be built around a balanced, logically-prioritized set of stakeholder needs [10], and with 

consideration of available resources (people, time, and money). 

Projects and project methods can be designed to motivate various types of individuals and stakeholder 

types. But this concept of hiring or employing individuals who are motivated sounds optimistic to me. 

Motivated people can get 'turned off' for such a large number of reasons. 

And, of course, we all prefer competent experts over motivated untrained novices. 

Trust, but verify. [1, see Quality Control, especially part 2 and Part 4, and Chapter 10, Quality 

Management]. 

Here is my constructive reformulation: 

5. Motivate stakeholders and developers, by agreeing on their high-level priority objectives, and give them 

freedom to find the most cost-effective solutions. [42] 

6. Enable face-to-face interactions 

Sometimes, yes; but not always. Face to face interactions are not always possible, not always cost-

effective, and not always desirable. 

I understand the frustration of not being able to discuss things with stakeholders, and the dangers of not 

being able to motivate, get motivated, clarify, and get clarity by interactions. 

So it sounds great: face-to-face, electronically or in the flesh, as long as it the most cost-effective way to 

deliver real measurable value. 

But the really important idea is not face-to-face, itself.  
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The important idea, independent of the 'how' (the chosen means to communicate), is communication of 

ideas, like requirements, designs, risks, progress, problems. Often for a very large number of stakeholders 

and individuals, over great time and distances, in a fast-changing world. We need to be able to tackle very 

large and complex systems, and there becomes a point where face-to-face is not the most important 

communication technique. 

I believe that Planguage and Evo methods, including the app needsandmeans.com which works well in 

'distance online meetings and discussions', offer a more effective solution to this communication problem. 

And a Planguage database is one in which we can feed in or out from; and use for better face to face 

interactions, than if we do not use such tools. 

Here is my constructive reformulation: 

6. Enable clear communication, in writing, in a common project database. Enable collection and 

prioritization, and continuous updates, of all considerations about requirements, designs, economics, 

constraints, risks, issues, dependencies, and prioritization. 

Note that I did not mention face-to-face. I suggest that people should be free and agile enough to figure 

out their best current available mode of communication. 

The critical idea is not face-to- face, rather the quality of relevant information from and for stakeholders, 

including developers. My experience is that oral communication is not a good way to formulate complex 

things clearly. But oral and visual communication can assist in improving the clearer formulation, in the 

project database. This is a general truth in all advanced disciplines. Face-to-face is more appropriate in 

simpler and more primitive situations, and as a useful supplement to communicating with and about the 

project database. 

7. Working software is the primary measure of progress. 

This principle is ridiculous, unless one believes that writing code is the primary objective. 

The primary measures (plural!) of progress are the measurements of the delivery of an official approved 

current set of requirements, for a given stakeholder type, or individual. These must necessarily be 

quantified, and well defined. They must be relevant measures, not just something 'easy to measure'. This 

is the core discipline, and it is not mentioned in the manifesto or in most agile practices (except Cleanroom 

and Evo) [1, 2, 7, 18, 19, 20] 

Here is my constructive reformulation: 

7. The primary measure of development progress is the 'degree of actual stakeholder-delivered planned 

value levels' with respect to planned resources, such as budgets and deadlines. 

Note that this can be expressed as a simplified overall measure, for any set of value requirements as 

'average % of goal levels of required values delivered on time'. This applies even when no working 
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software is delivered at all. So, databases are not software, right? I do like to call them dataware, but they 

are soft, and they can change value delivery, for example. 

8. Agile processes promote sustainable development. The sponsors, developers, and users should 

be able to maintain a constant pace indefinitely. 

There are a large number of methods, which need to be applied simultaneously to ensure sustainable 

development. For example, some possible sources of more effective approaches include Capers Jones 

at www.namcook.com, David Rico at http://www.davidfrico.com/, and Jack Caine's slides at 

https://www.linkedin.com/in/jack-caine-58690a13/ [32].  

I believe that value should be delivered from the project’s second week; continuously; and then 'intelligent 

dynamic prioritization', coupled with quantified values and qualities, are the key ideas that need to be 

assimilated into projects [1, 2, 6, 10, 15]. 

Here is my constructive reformulation: 

8. We believe that a wide variety of strategies, adapted to current local cultures, can be used to maintain 

a reasonable workload for developers, and other stakeholders; so that stress and pressures, which result 

in failed systems, need not occur. 

Note: again, we raise our sights to a higher level (avoid pressure leading to problems), and leave the 

discovery and creativity to the practitioners [42]. 

In the case of the IBM Defect Prevention Process at the IBM Minnesota Labs [1, 2, 14, 42], there were an 

estimated 2,167 process changes made to the software working processes, over 18 months, to improve 

quality and productivity. This was pre-manifesto. 

9. Continuous attention to technical excellence and good design enhances agility. 

Is agility in itself, a good thing, or is it a possible means to some specific ends? 

Planguage and Evo [1, 2] specify very specific methods and tools, to plan and measure 'technical 

excellence' [7]; and to plan and measure ‘good design' (the Value Decision Table [1, 2]). 

Here is my constructive reformulation: 

9. Technical excellence in products, services, systems and organizations, can and should be quantified, 

for any serious discussion or application. The suggested strategies or architectures, for reaching these 

'quantified excellence requirements', should be estimated, using Value Decision Tables [45, 1, 2], and then 

measured in early small incremental delivery steps. 

To add specificity: 

9. Quality must be quantified, and supporting designs for quality must be estimated and measured. [4] 
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10. Simplicity - the art of maximizing the amount of work not done - is essential. 

Following are my detailed and practical complexity-simplification ideas and methods [46, 47, 48, 49]: 

Small iterative value-delivery steps (Evo, and some other 'agile' methods like Cleanroom, are major 

simplification techniques [18]). There are very many more simplification techniques [1, 2, 46, 47, 48, 49]. 

My favorite single practical method for dealing with complexity is the Value Decision Table [1, 2, 5]. It 

immediately helps us divide up the complexity.  

And there are many other tools for decomposing complex problems into simpler problems [9]. 

Here is my constructive reformulation: 

10. We need to learn and apply methods, of which there are many available, to help us understand 

complex systems and complex relations. [1, 2, 46, 47, 48, 49] and succeed in meeting our goals in spite 

of them. 

Note: I did not mention the 'work not done' phrase. That is merely one possible outcome of many - avoiding 

'muda' or wasted work. Other outcomes of simplification might primarily lead to delivering the right quality 

and values on time, and might well involve more work than failed projects would use. That seemingly ‘extra 

work' is essential to the purpose of successful value delivery. Things should be as simple as possible. 

11. The best architectures, requirements, and designs emerge from self-organizing teams. 

Where is the proof or evidence or research, or even a credible case study to back this up? 

Scrum and other agile teams are intended to be self-organizing, but the level of requirements, architecture, 

and design they produce is from 'nothing at all' to 'abysmally and embarrassingly bad', in my opinion [50]. 

Most so-called enterprise architects (99% according to my informal 300 architect survey [50]) cannot 

quantify the qualities or costs of their architecture.  

I believe in self-organizing teams, as a smart way of designing organizations and products [42], and add 

Dave Snowdon's Sensemaker to the mix of exciting approaches [http://cognitive-edge.com/sensemaker/], 

but the above principle is too vague, unsubstantiated, and impractical. 

Here is my constructive reformulation: 

11. A. The most useful value and quality requirements will be quantified, and will use other mechanisms, 

including careful corresponding stakeholder analysis [1, 51, and 52], to facilitate understanding. 

11 B. The most cost-effective designs/architecture, with respect to our quantified value and resource 

requirements, will be estimated and progress tracked, utilizing a Value Decision Table with its evidence, 

sources, and uncertainty. They will be prioritized by values/resources with respect to risks [45]. 

Simplified: 
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11. We will use engineering quantification for all variable requirements, and for all architecture. 

12. At regular intervals, the team reflects on how to become more effective, then tunes and adjusts 

its behavior accordingly. 

This is a nice sentiment for small teams with no intent to help the larger organization learn anything from 

them, or without allowing that larger organization to teach them anything, or to validate their ideas on a 

larger scale. It is called silo thinking [53]. 

For a typical organization, the best proven method I know of, with facts and numbers is the Defect 

Prevention Process [1, 14, 42] invented by IBM. This allows any number of employees and developers, 

anywhere, to 'reflect on how to become more effective' in small teams, and then escalate deployment to 

the larger organization for proven ideas. 

Here is my constructive reformulation: 

12. A process like the Defect Prevention Process (DPP), or another more-suitable for current culture, 

which delegates power to analyze and cure organizational weaknesses, will be applied: using participation 

from small self-organized teams to define and prove more cost-effective work environments, tools, 

methods, and processes. 

DPP is based on grass roots sampling analysis of defects found in inspections and in tests (this is also 

called Specification Quality Control and static tests). The grass roots estimate defects with common root 

causes, estimate the root causes, and estimate potential cures. Cures are explored and scaled up if they 

work. 
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Abstract 

Agile has been proffered by its proponents as a superior development approach. However, the way it is 

taught and practiced today, Agile is not succeeding in facilitating product development. The issue is not 

why it might fail here and there; the issue is why it repeatedly fails. It has been clear to us for a long time 

that the decades-long IT project failure rate has not been ‘cured’ by the availability of agile methods. The 


