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Introduction 

Accurate estimation, of time and costs, for complex systems and software 

projects is seemingly impossible to guarantee [9,10,  12, 25]. There are many 

unavoidable reasons for this. Even when estimation  seems  to work, this might 

just be a case of stopping the effort when the budget runs out, but as a result  -  

delivering systems of unacceptably low quality.   

The main idea of this paper is that there is a constructive alternative to 

unsatisfactory estimation processes.  

o You use ‘process control’ (do a little, learn quickly, change quickly) to 

quickly and continuously tune anything and everything about your 

project, so that prioritized budgets (like time to market, money, 

human resources) can be met. 

o You consciously sacrifice less-holy things for your more-holy things 

We are better off stipulating reasonable resource constraints (deadlines and cost 

budgets) and then learning to live within them. This is acceptable as long as we 

get our highest priorities satisfied when resources run out. The rest is by 

definition, marginal. 

 

Why we cannot estimate project costs accurately because: 
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o We do not define requirements well enough to estimate their costs 

o We do not specify our designs (aka strategies, architecture) needed to 

satisfy clear and complete requirements, well enough to know the cost 

consequences 

o We do not collect or have access to experience data that would allow 

us to estimate costs, for our well specified designs, even if we did have 

clear requirements 

o Even if we did have historic data, for the costs of meeting clear 

requirements, it would probably not help much because our new 

project would be different in some decisive way. 

o  

 

We do not really need time and cost estimates: 

o They are an old custom, intended to prevent overruns, and to give 

management some feeling that the job will get done in time at a 

reasonable cost. But estimates do not, in fact, prevent overruns or 

assure value. 

o What management needs is delivery of some critical system 

requirements in a predictable time frame 

o And they need to be sure that the project will be profitable, and not 

embarrass them with unexpected losses. 

o  

• This paper describes an alternative way to achieve these management needs. 

  

Principles of Resource Control  - Summary 

The Risk Principles 

1. DRIVERS: If you have not specified all critical performance and quality levels 

numerically – you cannot estimate project resources. 

2. EXPERIENCE: If you do not have historic data about the resources needed for 

your technical solutions - you cannot estimate project resources. 

3.ARCHITECTURE:  If you do your project solutions all at once without learning 

their costs and interactions – you cannot expect to be able to estimate the 

results. 

4.STAFF:  If a complex and large professional project staff is an unknown set of 

people, or changes in mid project – you cannot expect to estimate the costs. 

5. SENSITIVITY: If even the slightest change is made after an ‘accurate’ 

estimation, to any requirements, designs or constraints – then the estimate might 
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need to be changed radically. And – you probably will not have the information 

necessary to do it, nor the insight that you need to do it. 

 

The Control Principles 

6. LEARN SMALL: Do projects in small increments of delivering requirements – so 

you can measure results and costs against estimates. 

7. LEARN ROOT: If incremental costs for a given requirement deviate negatively 

from estimates – analyze the root cause, and change anything about next 

increments that you believe might get you back on track. 

8. PRIORITIZE CRITICAL: You will have to prioritize your most critical 

requirements and constraints: there is no guarantee you can achieve them all. 

Deliver high-value for resources-used first. 

          9. RISK FAST: You should probably implement the highest value with regard to  

cost and risk design ideas early. 

         10. APPLY NOW: Learn early, learn often, learn well, and apply the learning to      

your current project. 

Some Constructive suggestions to people who want estimates. 

• Stipulate one or more useful deadlines from your point of view. 

o Be specific about what has to be done by each deadline. 

o Ask if these deadlines seem reasonable for the tasks prioritized. 

o If necessary make adjustments. 

• Stipulate the value to you of reaching each major (top 10) requirement. Make 

an outsourcing contract, and pay part of that value, only when that 

requirement is successfully delivered. 

• Do business with suppliers who consistently deliver value for money. Don’t 

waste your money on suppliers who make excuses. ‘No cure, no pay’ [8] is 

one way to motivate suppliers to give you value for money – otherwise their 

motivation is to keep billing you forever [10]. 

•  
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Principles of Resource Control  - in more detail 

 

For those of you who like short papers. I’m done; using the summary above.  

 

However some of you might like more explanation, more detail, more references, and 

convincing argument for yourself or others. So this follows here. 
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The Risk Principles – or ‘why you really cannot expect estimates to be correct, 

accurate, reliable, true’. 

 

1. DRIVERS: If you have not specified all critical performance and quality levels 

numerically – you cannot estimate project resources. 

 

Costs are a function of the designs you deploy, in order to meet the requirements you 

need to meet. In particular they are a function of the performance and quality 

requirements. They are not so sensitive to functions or size – although there is a 

relationship there too. 

 

It has long been understood, for example COCOMO [4], that there are a large number 

(dozens) of software cost drivers, such as availability. In one case [11] the 5ESS project, 

had a major objective of improving availability of a previous generation system (The 

5ESS actually replaced the 1AESS, which was AT&T's first electronic (program 

controlled) switching system. [21]) from 99.90% to (5ESS) 99.98%. A change of 

00.08% in one quality. But, 80% of the way to perfection, which costs infinity. The 

project took 8 years, using 2 to 3,000 people. Now assuming this is correct and realistic 

– even roughly so – we would need the 4th digit (xx.xo to xx.x8%) to signal that our 

project might cost 24,000 work-years. [21] 

 

 

Source: CE book [3, also 2] page 170. 
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One of my clients made the mistake, I discovered,  of contracting for one year of effort, 

for 100 developers, fixed price, and promised to deliver airplane telephone switching 

software with 99.999% availability. They did so without ever having achieved such a 

result in the entire Corporation, and without consulting their Technical Director.  

 

The CEO acknowledged that they had taken an unwarranted risk, big enough to put their 

company out of business. This was of course an organizational problem, to make sure 

that they knew what they were contracting for. 

 

2. EXPERIENCE: If you do not have historic data about the resources needed for 

your technical solutions - you cannot estimate project resources. 

 

So what does it cost to develop software with 99.999% availability? [11b] 

 

There are few documented instances, and perhaps no instances are relevant to our 

current system. This is only one cost driver variable among many. We might even have 

a real problem of convincingly proving that the system we have developed, is actually at 

that level, and will remain at that level for, for example 40 years!  

 

Nobody knows, and nobody can be certain. 

 

One of the problems is that by the time you get historical data, it is likely out of date 

with respect to the technology you will deploy yourself. 

 

But with no valid and useful historical data, nobody can know. 

 

What we can do is to avoid ‘promising’ specific costs when we really do not know what 

they are, and what they will become. 

 

Even if we knew a sample of costs for the availability levels, it takes only one single 

other variable, such as investment in the requirements process, to change the real costs 

by at least a factor of 2 or 3. 
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NASA Software project overrun, as a function of investment in requirements. Source: 

Gruehl (NASA) via Ivy Hooks’ book. 

 

Most of you do not have such data. Most of you don’t even know about the many factors 

like this that can influence costs; let alone have relevant historical data about the 

relationship! 

 

Does begin to feel hopeless? Estimation is hopeless! That is what I want you to 

appreciate. Once you are there, we can turn to solving the problem of controlling costs 

in a serious way. 

 

 

3.ARCHITECTURE:  If you do your project solutions all at once without learning 

their costs and interactions – you cannot expect to be able to estimate the 

results. 
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You all are well aware that Waterfall or ‘Big Bang’ projects have a strong tendency to fail 

[15]. Why? 

 

 

Figure: [Source: 15] An example of a learning and change process. 

 

One of many causes is that they are committed to doing too many things at once. It is 

therefore difficult to see the effects of any one design, or process, or other factor on the 

requirements or the costs. 

 

If we implemented critical variables, such as design or development process techniques, 

one at a time in small increments; then we could see the effects more clearly. We could 

take steps to change unexpected and bad costs or qualities, before it was too late to 

change. We could better argue the need for the changes with our own management.  

 

One of our clients, Confirmit, does this very well. They measure the effect of a design, 

on the target quality requirement, say ‘Intuitiveness’; and decide if the design is meeting 

its expectations. They do this in a weekly cycle. Their results are astounding cumulative 

quantified leaps in a varied set of quality measures, which help them master their 

market. [16] 
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Figure: Here is a simplified version of the Impact Estimation table [3,2] for Evo Step 9, 

“Recoding" of the ‘Market Recoding’ project. Notice the definitions for the requirements 

and costs. The Planguage keyed icon “<->" means “from baseline to target value”. Step 

9 alone moved the Productivity value to 27 minutes, or 95% of the way to the target 

level [16]. 

 

Single cause versus effects, is a fundamental scientific analysis principle. One cause, one 

effect, keep all else constant  - if you want to understand what is going on. Even though 

reality is that multiple causes combine to give multiple effects. 

 

It requires some discipline to chop things up that way, and build realistically measurable 

integrated complex systems. But it is the price we have to pay to get some control over 

costs and qualities. More later. 

 

 

 

4.STAFF:  If a complex and large professional project staff is an unknown set of 

people, or changes in mid project – you cannot expect to estimate the costs. 

 

Even if you had a track record for a defined and constant team, you would still have 

significant problems using that information to understand their productivity, and 

consequent time and money costs.  But we normally cannot be sure who will staff our 

projects, or even if planned staffing can or will be carried out.  
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This gets even worse with offshore and outsourced projects. Honeywell discovered that 

top staff had been swapped with less-competent staff, only by monitoring short-term 

numeric feedback, and finding the root cause for worse performance. [17] 

 

 

From Honeywell [17] case where an offshore swap-out of qualified developers was 

caught by sensing short term changes in the quality of work done. 

 

So, unknowns and unpredictable variations in people, are yet another reason why it is 

difficult to make project cost predictions. 

 

5. SENSITIVITY: If even the slightest change is made after an ‘accurate’ 

estimation, to any requirements, designs or constraints – then the estimate 

might need to be changed radically. And – you probably will not have the 

information necessary to do it, nor the insight that you need to do it. 

 

You already have the example above (Principle 1) where 00.08% increase in availability 

for the AT&T 5ESS software cost 8 years with thousands of developers. We were making 

the point that system qualities are major cost drivers. But there is an additional point 

that these cost drivers can be very sensitive to apparently small changes in 

requirements, or in actually delivered quality. 

 

Costs can be sensitive to other drivers than performance and quality requirements. They 

can be sensitive to resource constraints – people, time, money (for development and for 

maintenance), legal constraints (national sensitivity to personal data, for example), 

policy constraints (‘do no evil’) and a large number of factors. 

 

If these cost driving factors are not clearly specified, and are not really followed up in 

practice, then the real costs might vary widely as a result. The costs might be 
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surprisingly higher costs initially, or they may come as a ‘big surprise’, ‘due to 

unforeseen factors’ later – giving the true costs. 

 

The unpleasant fact, based on our decades of international practices, is that even the 

best of organizations are embarrassingly bad at clear and complete specification of 

requirements. They do not try very hard to be complete, and they do not seem to know 

how to be clear on the critical few top-level requirements, let alone on details that might 

be significant enough to affect costs significantly. [17, 3]. 

 

Mm 

 

 

Real case study example [17] of the primary objectives for a project that took 10 years 

before any delivery of these objectives, and cost over $160,000,000. The complete lack 

or measurable precision in these primary project objectives is, in my view, the primary 

reason for the time delay and costs. Most managers allow such things to happen on 

most projects. They lose control of costs right here. Notice that all objectives refer to 
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qualities (of an existing system). See the reference slides [17] for examples on how to 

write these more clearly, testably, measurably. 

 

Conclusion: Risk Principles 
The Risk Principles, are one way of saying that any attempt to estimate costs and 

timing, based on current requirements practices, and even on vastly more clear and 

complete requirements practices, are doomed to failure. Any such estimate should be 

regarded as highly suspicious by managers.  

 
In fact, of the staff doing the estimate are themselves not explicitly aware of this fact, 

their competence is dubious. If they give fair warning, like this for example: 

 
CAVEAT: The estimate cannot be trusted, even regarding order of magnitude. 

There are too many unknown and unknowable factors that can significantly 

affect the result.  
• We could use the estimates as a framework budget.  
• But we would have to evolve the system in small steps, and learn 

from experience what the real costs, and the real requirements, and 

real designs are.  
• The only way to be reasonably sure of the (money) costs and the 

(effort) deadlines would be to apply redesign-to-cost adjustments as 

the project progresses [6, Mills]. 

 
If so, they have given management fair warning, and also a prescription for ‘success’. 

They have understood the Control Principles in the second half of this paper! 
Our ‘estimation’ reality is this: 

• Management can decide, based on the projected value of the system, how 
much they can spend on it, that is the ‘budget’ 

• They can decide based on the market situation, when they want the values to 
be delivered, that should become your deadlines 

• They can then design the project organization to deliver value when they want 
it, at a cost they find affordable. 
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• If even the simplest and smallest (weeks, months) attempts to deliver value 
at satisfactory time and cost fails, then management has an incompetent 

team or an impossible project, and they should take that as a warning to stop 

or change. 
This is of course a big change in the way most managers manage IT or software 

projects. Hopefully you are a manager reading this who are daring enough to improve 

project management, and distinguish yourself! 

 

The beauty of the Control Principles is that it does not take a long time to prove they 

work in practice. To yourself, your team and your own management. 

 

WHEN ESTIMATES MIGHT WORK: ‘I estimate that the cars will stop at the red light’ 

There are conditions where making estimates might work well enough for practical 

purposes; or might seem to work.  

 • effort on the project ceases, when deadlines and budgets are used up. 

 • the qualities and performance of the system are not yet at necessary required 

levels, but people have no particular better expectations, and they are prepared to 

improve qualities over time to reach satisfactory levels. 

 • staff/contractors are highly motivated to NOT exceed budgets and deadlines 

 

Stopping, when dubiously estimated resources are finished, does not prove the 

estimates were ever correct. It just proves that you can stop, and deliver something, 

without being called a clear failure. Usually you can do that with no effort or cost 

whatsoever, using a previous or old system. So, any effort spent improving the older 

system will often be appreciated – especially if some improvements have been made 

visible. 
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Ill. 1 Estimated Stop
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The Control Principles 
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Introduction 
We have tried to establish that there is no reasonable way to get useful estimates for 

non-trivial software projects. If your real costs destroy profit margins, or planned return 

on investments, or destroy your management reputation – they are not useful. Our 

estimating capability usually fails this simple test. But we have also learned many ways 

of covering this truth up [9,10].  

 
 I am sorry if I have yet failed to convince you of this. Come back to this paper when 

your own experience finally convinces you this is true (I have 52 years experience). 
Assuming you are still interested in what to do about the estimation problem, I will offer 

the 5 Control principles below. 

 

We can simplify them as follows: 

1. do something of value in a short time 

2. measure values and costs 

3. Adjust what you do next, if necessary 

Repeat until you no longer can find value for money. 

 

Advantages with this method 

1. you cannot waste much time or money before you realize that you have false ideas 

2. you can deliver value early, and keep people happy 

3. you are forced to think about the whole system, including people (not just code) 

4. so you are destined to see the true costs of delivering value – not just code costs. 

5. you will learn a general method that you can apply for the rest of your successful 

career 

 

Disadvantages with this method 

1. you cannot hide your ignorance from yourself any longer 

2. you might have to do something not taught at school, or not taught in your textbooks 

3. there will always be people who criticize anything different or new 

4. you cannot continue to hide your lack of ability to produce results, inside a multiyear 

delayed project 

 

So here are the Control Principles in detail 
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6. LEARN SMALL: Do projects in small increments of delivering requirements – 

so you can measure results and costs against estimates. 

 

All software projects can be broken into early and small increments. Not merely 

increments of building, but more importantly – increments of delivering value to your 

stakeholders.  

 

 

Ill. Concepts of small delivery cycles with stakeholder feedback. From HP, a client who 

uses our Evo method. [18, 14, 15 ] 

I have experienced that almost all projects can, if they really want to, start delivering 

some value to some stakeholder, next week and every week thereafter. But most 

projects do not even try, and don’t even try to learn how. 

Leaving aside how to do so for a moment [18, 19] – if you can do this then you get 

control over value for money. 

• You can select the highest available deliverable value, each step 

• And deliver it to the most critical stakeholder 

• And prove that your designs actually work 

• And get some sense of the time, and money costs 

You get a stream of high value, prove that it is really value, and have full control of the 

costs step by step. The steps are usually one week at a time, in my practice.  Assuming 
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you can deliver reasonable value for effort spend week after week – a surprising thing 

happens: 

• People cease to care about ‘the deadline’ 

• People cease to ask for estimates of the monetary budget 

• You are strongly encouraged to keep on going, until value is less than costs 

• You end up delivering far more real value than other projects do, well before 

‘the deadline’ (that would have been set, and would have been overrun) 

• Management shifts focus from budget, and costs -  to Return on Investment 

 

I sometimes simplify this method by calling it the 1.1.1.1.1.1.1 method, or we could call 

it the ‘Unity’ Method 

• Plan, in 1 week 

• To deliver at least 1% 

• of at least 1 requirement 

• To at least 1 real stakeholder 

• Using at least 1 design idea, 

• On at least 1 function of the system 

It is amazing the practical power of this simple idea of Unity 

 

If you really try, and management persists in encouragement and support, it almost 

always works. 

 

As one outside-the-box example I succeeded in helping 25 aircraft projects at Boeing (El 

Segundo, CA then MD) to do this in practice and get approved for the small steps. No 

exceptions. It is not a principle limited to software, though most of my experience is 

there. 

 

7. LEARN ROOT: If incremental costs for a given requirement deviate negatively 

from estimates – analyze the root cause, and change anything about next 

increments that you believe might get you back on track. 

 

The set of designs needed to deliver a demanding quality level can usually be 

implemented one at a time. We should also make an estimate of the expected impacts 

for the best design options, and implement them with the highest estimated impact first. 

We should also estimate the expected development cost for each design increment. 

Even better choose the one that gives best impact on quality in relation to its estimated 

costs. 
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The we need to measure both the impact, to make sure it is roughly as estimated, and 

note the costs. If we have to continue tuning the design to reach the required quality 

levels, then the taximeter is still ticking. Keep track of those real costs, and note the 

cost of getting to the required level. 

 

If you get some surprises about the real costs, and you will get them – then we have to 

learn as much as possible as early as possible from the experience. 

 

One process for learning, is to seek the root cause [22] of the deviation from our 

estimates. If we can find the root cause, and therefore try something to avoid it, we can 

reduce costs and improve quality levels towards our estimates. A simple strategy for 

root cause thinking, that I have been very happy with in practice is asking ‘Why?’. The 

Japanese ‘Five Whys’  method (http://en.wikipedia.org/wiki/5_Whys) hints at the need 

for iteration until you hit a level you can deal with effectively. I have found that people 

very frequently are at the wrong level of understanding a problem. 

 

 

Ill. Simple example of applying 5 Whys 
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David Long, wrote me referring to a very large software project (AT&T Switching 5ESS) 

that: 

“But, from what I saw, the greatest improvements came from a small amount of work 

that was done as the result of specific root cause analysis performed on specific 

outages.” [21] 

 

You might conclude that there is a lot of cost reduction leverage to be had from root 

cause analysis. Solving the critical few problems that are frequent and damaging. 

 

But we have to ask, how can you factor such processes into an initial cost calculation? 

You cannot. You have to do it as you work, and maybe reduce costs to the level some 

optimist ‘estimated’. 

 

8. PRIORITIZE CRITICAL: You will have to prioritize your most critical 

requirements and constraints: there is no guarantee you can achieve them all. 

Deliver high-value for resources-used first. 

 

A cost estimate, once it becomes a deadline or a budget, is a ‘limited resource’. One of 

the smartest ways I know to deal with limited resources is intelligent prioritization. [23] 

 

Instead of implementing all your designs at once, and hoping to meet requirements and 

cost estimates – we deliver a little bit at a time – and see how things work and what 

they cost. 

By a little bit at a time I mean something like evolutionary delivery cycles of a week, or 

something like 2% of the overall project cost scope. 

 

Using an impact estimation table we pick the designs that give the estimated best value 

for their costs. We implement them in such a way that we can get acceptable feedback 

on costs and value delivery (in terms of meeting requirements). 

 

With a bit of luck you will both deliver interesting value to stakeholders very early, and 

you will learn what works and what doesn’t in practice. 
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If you do hit a deadline or run out of budget (possibly because of a budget cut, or 

deadline being moved up earlier!), then you will at all times have a complete live real 

system, with high value long since delivered. 

 

In such situations, the whole concept of the estimates, the deadlines and the budgets is 

not so important any more. 

 

In the Cleanroom Method, developed by IBM’s Harlan Mills [6] they reported: 

•“Software Engineering began to emerge in FSD” (IBM Federal Systems Division, from 

1996 a part of Lockheed Martin Marietta) “some ten years ago [about 1970] in a 

continuing evolution that is still underway.  

–Ten years ago general management expected the worst from software projects –   cost 

overruns, late deliveries, unreliable and incomplete software.  

–Today [1980] , management has learned to expect on-time, within budget,    deliveries 

of high-quality software.  

•A Navy helicopter ship system, called LAMPS, provides a recent example.  

–LAMPS software was a four-year project of over 200 person-years of effort, 

– developing over three million, and integrating over seven million words of                                        

program and data   for eight different processors distributed                                                             

between a helicopter and a ship, 

– in 45 incremental deliveries.  

–Every one of those deliveries was on time and under budget.  

•A more extended example can be found in the NASA space program, 

– where in the past ten years, FSD has managed some 7,000 person-years of software 

development, developing and integrating over a hundred million bytes of program and 

data for ground and space processors in over a dozen projects.  

–There were few late or overrun deliveries in that decade, and none at all in the past 

four years.”   

Harlan Mills   

[IBM Systems Journal No. 4, 1980, p. 415], Reprinted IBM SJ Vol. 38 1999, pp 289-295. 
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Nobody does it better! Harlan Mills told me that they had to solve the persistent problem 

of cost overruns, in relation to the contracted estimates, because the government was 

getting smart and using fixed price contracts (as opposed to cost plus). If the project ran 

over, IBM lost its own profit. If IBM did not find a better way, they could just as well 

leave the business. 

 

Notice the ’45 deliveries’. That is 2% delivery cycles. They were using intelligent 

feedback and learning. They actually had very sophisticated estimation technology based 

on a thorough collection of experiences (Walston and Felix IBM SJ 1/1977). But this did 

not give them the accuracy they needed to avoid losing money. Lets us say they had a 

40% profit margin, and they could be wrong by 40% to 200% (The NASA range, see 

above diagram). They would still lose money on most contracts. 

 

So, they had to compensate for their estimation inaccuracy by incremental feedback and 

necessary change to come in ‘on time and under budget every time’. Mills Colleague 

Quinnan describes their process of intelligent dynamic prioritization in detail (IBM SJ 

4/1980). 

 

A thorough explanation of the processes I recommend (diagram below)  to do intelligent 

prioritization is found in my Competitive Engineering book [3]. Nothing less will suffice 

for large and complex systems (hundreds of staff, years effort, $100 million or more in 

cost). But for smaller systems (small teams over a few months) my clients have made 

good simple practical adaptations [14, 16] of the essential ideas. 

 

My ‘Agile’ friends have finally adopted small iterative cycles [5], but they have failed to 

adopt the notion of measurement of value and quality – which is essential for larger 

projects, and some smaller ones. So the value prioritization is crude and too subjective.  

 

Anyway – here is my model of the processes surrounding intelligent iterative 

prioritization. 
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Priority management as an iterative process: The left-hand of the diagram shows the Strategic 

Management Cycle and the Delivery Cycle within Evolutionary Project Management (The 

Development Cycle and Production Cycle are not shown). Within the Strategic Management Cycle, 

the system requirements and design ideas can be updated to reflect feedback, and any changes that 

have occurred. Within the Delivery Cycle, actual delivery of the Evo step occurs. The right-hand of the 

diagram shows the main sub-processes of Requirement Specification and the Design Process. Note 

Impact Estimation and Priority Determination are within the Design Process [23a].  
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9. RISK FAST: You should probably implement the “highest value with regard to 

cost and risk” design-ideas early. 

 

We can use Impact Estimation [3] tactics to identify the value with regard to cost and 

risk items in advance, so we can try them out first. 

 

 
Source: Competitive Engineering book [3] page 267, Chapter on Impact Estimation. 

 

If we look at the Design Ideas (from real case at Ericsson) above, defined only at the 

‘Gist’ level (there was more detail to the definition, but this is OK for our purposes here). 

Which of the designs is ‘high risk’ ? Well there is no documentation as to what our 

experience would lead us to expect of costs or results. So there is no difference. 

Unfortunately, too many design specifications are at this level. A few descriptive words 

and we are done. No estimates for costs, no estimates for expected impacts on 

requirements. And no estimates of the certainty of the estimates. 

 

I have invented a method for bringing out such information, so that we can understand 

what is risky, and act accordingly ( trying out the high risk stuff early – this principle). 

 

Below is a real example, we did for our client.  

The main requirement we are focussing on is called ‘Learning’, and the numerically 

specified requirement was to reduce the learning time from 60 minutes to ten minutes. 

 

Scale Impact: the first set of estimates are our best guess as to what the result would 

be if we implemented each design. On-line Help is estimated to get us to the required 10 

minutes. 
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Scale Uncertainty: but, to be honest we are unsure of all of the estimates and have 

given another estimate of the uncertainty. The best case and worst case borders. One 

expression of the risk that the real result will NOT be our initial estimate. In this case the 

± 5 minutes for On-line Help mean that we think the worst we could get is a result of 15 

minutes (10+5). And the best is 5 minutes (10-5). 

 

The % Impact is just a way of expressing these same estimates in direct relation to the 

Learning requirement level (10 minutes = 100% of the objective). This is not important 

for our purposes here. We use the % Impact to make comparisons to other scales of 

measure for other requirements that we might well be looking at simultaneously to make 

a risk decision. But not in this simplified example! 

 

Now based on this (Scale Impact and Uncertainty), which one of the 4 designs is the 

smartest one to try out first? On-line Help looks good to me, and Picture Handbook looks 

like a loser. If On-line Help succeeds, I would not need the other design ideas. So our 

principle does not mean to recommend that we do the Picture Handbook design (high 

risk of NOT giving us the result we want at all). We are primarily interested in the risk it 

will cost us more than we estimate, or can tolerate, to get the result. So we have to take 

a look at some other information. 

 

How good is the estimate of impact? Who made it, on what basis? It is rare to find 

designers for software systems documenting the who and why of any estimate, let alone 

the estimate of impact on a numeric quality requirement, like Learning. 

 

Evidence/Source: We document the ‘Evidence’ (on what basis) and a ‘Source’ (person 

or document for the Evidence, ‘who’), as best we can. And based on that, we assign a 

Credibility score (0.0 worthless, 1.0 perfect, based on a table [3]. In this case On-Line 

Help came out best (0.8) so we can stick with our belief that it will give us the best 

result. But, that does not settle the question of the costs and their uncertainty! 
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Source: Competitive Engineering book [3] page 267, Chapter on Impact Estimation. 

 

Development Cost: now we can make an estimate of the development cost (and/or 

any costs aspects that interest us, such as development duration). On-line Help is 

estimated to cost 25,000.  

 

Credibility-adjusted Performance to Cost Ratio: when we modify the costs with the 

‘Credibility’ factor – a rough measure of how well we know the Design Impacts and Costs 

based on history (Evidence and Source), it becomes even more convincing that we 

should stick with On-line Help as the design to try first. (3.2 being the largest value for 

money, credibility adjusted.). We have one last trick up our sleeve to make a decision, 

though we considered it above. We could make a ± estimate for the costs, and consider 

how wide (risky) it is, and what our worst case (estimate plus the highest cost border). 
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Do you feel lucky today punk? 

This might all seem like a lot of ‘bureaucracy’ to some of you. But it is a lot cheaper than 

just diving in, and implementing unevaluated designs, and failing, as software people so 

often seem to prefer. It is in fact a reasonable fact-based reasoning or logical process 

that you should try to do, at least when it is a lot cheaper than leaping before you look. 

 

 My assertion is this, if you consistently choose the safest bets, the iterative 

implementation options that promise, based on good evidence, to deliver best 

requirement-value for costs, then your costs will be under better control. 

 

But you have to do this in an iterative sequence. You cannot play all your bets at once. 

You have to be prepared for learning to estimate better, learning to provide better 

sources and  better evidence. You have to learn to control costs during the project. 

 

Sometimes doing high risk first is useful. 

There is a related principle, which may seem contradictory – that - given several designs 

you need to implement – you should do the potentially high-value to cost, but  ‘high risk’ 

designs early.  

     This assumes that there is high value estimated, at low cost estimated, but that the 

± uncertainty is very wide. Example 80%±70% for a quality or a cost budget.  

     In that case there is an argument that we should find out whether the design is as 

promising as we optimistically would like it to be, or not.  

    There is a high value in knowing the reality here.  

    In this case, the stakeholder is the system architect, and the value is the value to the 

architect of validating the true impact and costs of their architecture, in good time, and 

to be able to retreat, should it be falsely overoptimistic! 

 

 

10. APPLY NOW: Learn early, learn often, learn well, and apply the learning to 

your current project. 

 

The tenth principle is implied and discussed in connection with the other principles. If 

you want to get control over costs and budgets, then you have to get the truth of the 

cost of meeting your requirements.  

 

You have to humbly recognize that neither you nor anyone else is certain of the costs. 

Would you bet your life that you are right in your cost estimates? Would you deduct the 

amount you are in fact wrong from your pay? Of course not. So, you should not spend 
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your employers money unnecessarily because of your own arrogance and incompetence 

– and lack of ethics.  

 

You need to start learning the true costs of your designs for meeting your requirements 

as early as possible. I prefer to start learning for real the second week of any project. 

Meetings and opinions just can’t beat reality. Then I believe the pace of learning cycles 

should be weekly until all requirements are delivered, or until you run out of resources.  

 

    I won’t give you a hard time if you believe in 2 weeks or 4 weeks cycles, but I would 

argue that you have something to learn about decomposing projects [18]. Remember 

the 1.1.1.1.1.1. principle of decomposition discussed above? If you use a month to 

measure cost and effect, then you risk losing 3 weeks of time and 4x as much resource 

to find out that you do not know what you are doing yet! 

 

Summary 

The world of software is complex enough in itself – some say the most complex world we 

humans make. But software is always part of a larger system of machines, people, laws, 

markets, politics. So understanding the real costs for developing initial solutions, to 

deliver competitive levels of performance and quality, is near impossible up front.  

 

  People will make estimates, and with some luck might get the order of magnitude right. 

But management would be foolish to believe these estimates are sufficiently reliable to 

bet their own career on.  

 

LONG TERM AND TOTAL COSTS 

Understanding initial development costs is tricky enough. But understanding long term 

operational and maintenance costs – which usually dwarf initial development costs – is 

even more difficult – as it is dealing with a more un-measurable and unpredictable 

future. Something more than the suggested principles apply to this problem. We are 

talking about how to engineer long term cost drivers into the system, initially and 

gradually [25]. 

 

Management needs to base their planning on the cost they are prepared to pay to 

deliver specified values (as specified in quantified requirements). This is keeping your 

eye on value of money, or profitability. Let us call this the maximum profitable cost 

(MPC). 
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Management needs to also decide the time value of delivering specific system value 

levels ( such as 99.99% availability within 12 months). Let us call this the high value 

delivery timing (HVDT). 

 

Management then needs to make sure that their projects are done one step at a time 

(2% steps of the MPC and/or the HVDT). Management needs to make sure that projects 

are organized to deliver highest possible value as early as possible, and that projects 

learn what is real very quickly. 
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