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Abstract: The basic premise of iterative, incremental and evolutionary project management 
(Larman 2003) is that a project is divided into early, frequent and short duration delivery steps. 
One basic premise of these methods is that each step will attempt to deliver some real value to 
stakeholders. While it is not difficult to envisage the steps of construction for a system; there is 
often difficulty in carrying out decomposition into steps when each step has to deliver something 
of value to stakeholders, in particular to end-users. This paper gives some guidelines, policies 
and principles for decomposition. It also gives a short example from practical experience. The 
evolutionary project management method (Evo) is used (Gilb 2005). 

Introduction 

See figure 1, which outlines the difference between the Waterfall method, incremental methods 
and evolutionary methods. This paper uses the Evolutionary Project Management (Evo) method 
as described by Gilb (2005). 

There is evidence that evolutionary methods provide benefits. For example, Cotton (1996) 
states, “Benefits of Evo: The teams within Hewlett-Packard that have adopted Evolutionary 
Development as a project life cycle have done so with explicit benefits in mind. In addition to 
better meeting customer needs or hitting market windows, there have been a number of 
unexpected benefits, such as increased productivity and reduced risk, even the risks associated 
with changing the development process.” 

 
 



Figure 1. Life Cycle Concepts (Cotton 1996) 

 

The experiences of a Norwegian company producing a market research tool, Conformit, also 
proved the benefit of using Evo. See Table 1. 

 

Table 1: The end result of about 10 weekly result deliveries to one stakeholder, in 1 of 4 web 

survey product areas improved simultaneously. This was encapsulated in Product Release 8.5 
of Conformit (Johansen 2004). 

Description of requirement/work task Past Status 

Usability.Productivity: Time for the system to generate a survey 7200 sec 15 sec 

Usability.Productivity: Time to set up a typical specified Market Research 
report (MR) 

65 min 20 min 

Usability.Productivity: Time to grant a set of end-users access to a report set 
and distribute report login information 

80 min 5 min 

Usability.Intuitiveness: The time in minutes it takes a medium-experienced 
programmer to define a complete and correct data transfer definition with 
Confirmit Web Services without any user documentation or any other aid 

15 min 5 min 

Performance.Runtime.Concurrency: Maximum number of simultaneous 
respondents executing a survey with a click rate of 20 seconds and a 
response time <500 ms given a defined [Survey Complexity] and a defined 
[Server Configuration, Typical] 

250  
users 

6000  
users 



 

The basic premise of iterative, incremental and evolutionary project management (Larman 
2003, Larman and Basili 2003) is that a project is divided into early, frequent and short duration 
delivery steps. However, system designers often find it difficult to decompose a system into Evo 
steps. This paper will give some guidelines (in the form of policies and principles) for 
decomposition. It will also give an example from practical experience.  

A Policy for Evo Planning 

One way of guiding Evo planners is by means of a ‘policy’. A general policy is given in figure 2 
(you can modify the policy parameters to your local needs): 

 

Evo Planning Policy 

P1: Steps will be sequenced on the basis of their overall benefit-to-cost efficiency. 

P2: No step may normally exceed 2% of total project financial budget. 

P3: No step may normally exceed 2% of initial total project length.  

Figure 2. Example of an Evo planning policy 

Profitability Control: The first policy, ‘P1: Steps will be sequenced on the basis of their overall 
benefit-to-cost efficiency’ tries to ensure that we maximize benefits by delivering according to 
the official specified requirements values of the customer (or more generally, the stakeholder), 
while minimizing associated costs.  

If this policy is not in place, technologists consistently choose steps, which are technologically 
interesting, and are not guided by the ‘voice of the customer’. An Impact Estimation (IE) table 
can be used to calculate which potential steps are to be done before others (Gilb 1998). See the 
IE table example given in Table 2 from Johansen (2004). 

 

Table 2: A 4-day step planned, and 4 days actually used. The step was estimated to 

improve ‘User Productivity’ by 20 minutes = 50% of the distance to the target goal of 25 

minutes, from its current level of 65 minutes. User Productivity was originally 85 minutes, which 

minus 20 minutes (the current status improvement) gives the Past Goal of 65 minutes before 

this planned step. 65 minutes minus (Goal) 25 minutes = 40 minutes (100%) of improvement 

needed to achieve the target. Actual achievement on this one-week step was 38 minutes, or 
95% of the remaining distance to Goal level (Johansen 2004). 



 

Financial Control: The second policy, ‘P2: No step may normally exceed 2% of total project 
financial budget’, is designed to limit our exposure to the financial risk of losing more than 2% 
of the total project budget, if a step should fail totally. If this policy is not in place, technologists 
will insist on taking much larger financial risks, with someone else’s money. They will wrongly, 
but sincerely, claim it has to be done, and there are ‘no other alternatives’. This is usually due to 
lack of motivation, lack of strong management guidance, and lack of knowledge of how to divide 
steps into financially smaller expenditures. (We shall discuss how to handle the problem of 
decomposition later.) 

 This is really a ‘gambling strategy’. How much can your project lose, and still survive, to 
complete the project as initially expected? If technologists cannot responsibly give value for 
money with small delivery steps, there is every historical reason to suspect they should not be 
trusted with larger budgets. The 2% number is based on observation of common practice, but it is 
not ‘holy’, and intelligent deviation is expected. It is dependent on how sure you are that a step 
may succeed or fail. The more conservative the step, the larger the financial risk you may be 
willing to consciously take.  

 “The Cataract approach [an Evo variation] to build planning may be likened to a rapid 
prototyping scenario in which the requirements for each build are frozen at the start of the build. 
This approach, however, is more than just grouping requirements in some logical sequence and 
charging ahead. Build plans must be optimized on the product, process, and organization 

 

Step 9 
Design = ‘Recoding’ 

Current 
Status 

Improvements Goals 

Estimated  
impact 

Actual  
impact 

Units Units % Past Tolerable Goal Units % Units % 
   Usability.Replaceability (feature 

count) 
    

1.00 1.0 50.0 2 1 0     
   Usability.Speed.New Features 

Impact (%) 
    

5.00 5.0 100.0 0 15 5     
10.00 10.0 200.0 0 15 5     
0.00 0.0 0.0 0 30 10     
   Usability.Intuitiveness (%)     
0.00 0.0 0.0 0 60 80     
   Usability.Productivity (minutes)     
20.00 45.0 112.5 65 35 25 20.00 50.00 38.00 95.00 
   Development resources     
 101.0 91.8 0  110 4.00 3.64 4.00 3.64 
 



dimension, [you] implement the highest priority requirements in the earlier builds. Then, if 
budget cuts occur during the implementation phase, the lower priority portions are the ones that 
can [most] readily be eliminated because they were to be implemented last.” (Kasser and Denzler 
1995) 

Deadline Control: The third policy, ‘P3: No step may normally exceed 2% of initial total 
project length’, is similar in principle to the second, except that the critical resource that is being 
controlled is calendar time. In this case, decompose the duration of each step by calendar time: as 
a rough guide, a week at a time is enough. Again, the 2% of time-to-deadline should be applied 
with discretion – intelligent deviation may be made. But, it is important to have a firm general 
guideline, or sincere people will always argue – wrongly - that they need more time before any 
delivery is possible. So, the 2% forces the issue. People have to argue their case well for 
deviation. And if they constantly deviate, they are to be suspected of incompetence. Give them 
help! 

Cusumano and Selby (1995, page 200) state that within Microsoft, “Projects reserve about 
one-third of the total development period for unplanned contingencies or ‘buffer time’ allocated 
to each of the milestone subprojects.” <<<Adding a buffer for some contingency is a good idea, 
you rarely know exactly what problems are going to be encountered, but notice that Evo will 
give you some reassurance that you are ‘on track’ and you should have delivered some early, 
highest-value parts of the system to your customer, which ought to help with customer relations 
(Of course, Microsoft have the business model of working towards major product releases).>>> 

Some Examples of Evolutionary Step Size 

The ‘2%’ guideline is based on observation of common evolutionary increment sizes. For 
example, IBM Federal Systems Division reported (Mills 1980) that the ‘LAMPS’ project had 45 
incremental deliveries in a 4-year period. About 2%. And, cycles were about monthly for 4 
years. 

 This ‘2%’ cycle is above all the ‘deployment’ component where step content is delivered to 
the recipient and the host system. It is the frequency with which the project interfaces with the 
‘stakeholder. It is the frequency with which we expect to get feedback on the correctness of both 
our own evaluations, and the users evaluation. If we allow much larger step increments, the 
essence of evolutionary delivery management is lost. Worst; irretrievable time can go by totally 
wasted, without us being aware of the loss, until it is too late to recover. 

 Note that we expect  extensive user (and other stakeholder) interaction during development. 
This interaction refers not only to the feedback of requirements from one delivery to future 



deliveries, but also to the intimate involvement of the users during the implementation life cycle 
of each delivery. Evo embraces the premise that the more the real users are involved, the more 
effectively the system will meet their needs. Thus, the Evo process includes a role for the users 
in virtually every step of the delivery life cycle and involves them, at a minimum, in the key 
decision processes leading to each delivery.” (Spuck 1993, Section 2.3) 

Microsoft (Cusumano and Selby 1995) stressed, in connection with their 24-hour 
evolutionary cycles (the 5 PM Daily Build of software) that it was vital to their interests to get 
feedback daily, so as not to lose a single day of progress without being aware of the problem.  

 “[A] key event [in Microsoft’s organizational evolution] was a 1989 retreat where top 
managers and developers grappled with how to reduce defects and proposed … the idea of 
breaking a project into subprojects and milestones, which Publisher 1.0 did successfully in 1988. 
Another was to do daily builds of products, which several groups had done but without enforcing 
the goal of zero defects. These critical ideas would become the essence of the synch-and-
stabilize process. Excel 3.0 (developed in 1989 and 1990) was the first Microsoft project that 
was large in size and a major revenue generator to use the new techniques, and it shipped only 
eleven days late” (Cusumano and Selby 1995). 

While on the subject of Evo step duration, note that Microsoft has a variety of cycle lengths, 
up to two years for a variety of purposes. Note also that evolutionary delivery is a ‘way of life’ 
for this very successful company. 

 “Many companies also put pieces of their products together frequently (usually not daily, but 
often biweekly or monthly). This is useful to determine what works and what does not, without 
waiting until the end of the project – which may be several years in duration” (Cusumano and 
Selby 1995). 

 Hewlett Packard (Cotton 1996) noted that their average step size was two weeks: “There 
are two other variations to Tom Gilb’s guidelines that we have found useful within Hewlett-
Packard. First, the guideline that each cycle represent less than 5% of the overall implementation 
effort has translated into cycle lengths of one to four weeks, with two weeks being the most 
common. Second, ordering the content of the cycles is used within Hewlett-Packard as a key 
risk-management opportunity. Instead of implementing the most useful and easiest features first, 
many development teams choose to implement in an order that gives the earliest insight into key 
areas of risk for the project, such as performance, ease of use, or managing dependencies with 
other teams” (Cotton 1996). 



Principles for Decomposing a System into Evo Steps 

Almost everyone has various problems reducing their initial concepts of a system into Evo steps 
of a suitable ‘2%’ size. It is, however, almost invariably possible to do so. Everyone can be 
taught how to do it. But many highly educated, intelligent, experienced ‘engineering directors’ 
cannot quite believe this, until they experience it themselves. This is a cultural problem, not a 
technological problem. 

Some principles for decomposing a system into Evo steps are given in figure 3. 
 

Principles for decomposing a system into Evo steps 

1. Believe there is a way to do it, you just have not found it yet! 

2. Identify obstacles, but don't use them as excuses: use your imagination to get rid of them! 

3. Focus on some usefulness for the user or customer, however small. 

4. Do not focus on the design ideas themselves, they are distracting, especially for small initial 
cycles. Sometimes you have to ignore them entirely in the short term! 

5. Think; one customer, tomorrow, one interesting improvement.   

6. Focus on the results (which you should have defined in your goals, moving toward target 
levels). 

7. Don't be afraid to use temporary-scaffolding designs. Their cost must be seen in the light of 
the value of making some progress, and getting practical experience. 

8. Don't be worried that your design is inelegant; it is results that count, not style. 

9. Don't be afraid that the customer won't like it. If you are focusing on results they want, then by 
definition, they should like it. If you are not, then do! 

10. Don't get so worried about ‘what might happen afterwards’ that you can make no practical 
progress.  

11. You cannot foresee everything. Don't even think about it! 

12. If you focus on helping your customer in practice, now, where they really need it, you will be 
forgiven a lot of ‘sins’! 

13. You can understand things much better, by getting some practical experience (and removing 
some of your fears). 



14. Do early cycles, on willing local mature parts of your user community. 

15. When some cycles, like a purchase-order cycle, take a long time, initiate them early, and do 
other useful cycles while you wait. 

16. If something seems to need to wait for ‘the big new system’, ask if you cannot usefully do it 
within the ‘awful old system’, so as to pilot it realistically, and perhaps alleviate some 'pain' in 
the old system. 

17. If something seems too costly to buy, for limited initial use, see if you can negotiate some 
kind of ‘pay as you really use’ contract. Most suppliers would like to do this to get your 
patronage, and to avoid competitors making the same deal. 

18. If you can't think of some useful small cycles, then talk directly with the real ‘customer’ or 
end-user. They probably have dozens of suggestions. 

19. Talk with end-users in any case: they have insights you need. 

20. Don't be afraid to use the old system and the old ‘culture’ as a launch-platform for the radical 
new system. There is a lot of merit in this, and many people overlook it. 

Figure 3. Principles for decomposing systems into Evo steps (Gilb 2005) 

The list given in figure 3 was compiled by review of the author’s decades-long practices and 
experiences. One or more of these hints should enable you to find a practical solution. Finally, 
when you have enough successful experience to realize that there always seems to be a way to 
decompose into small evolutionary steps, you will give up the mentality of saying ‘impossible!’ 
and concentrate on the much more constructive work of finding a reasonable solution. The 
mentality that decomposition ‘can’t be done’ is built on a number of misconceptions, so let us 
deal with some of them. 

Misconceptions about Evo Step Decomposition 

By decomposition, we do not mean that ‘2% of a car’ is going to delivered. We will probably be 
dealing with ‘whole cars’. But we may start with our old car and put better tires on it, to improve 
braking ability on ice. 

The problem of getting ‘critical mass’, meaning ‘enough system to do any useful job with 
real users’, is usually dealt with by one of two methods: 

I: Make use of existing systems (while ultimately evolving away from them) 

II: Build the critical mass in the ‘backroom’, invisible to the user.  



Then, as the large components (the components that take longer to ‘ready’ for delivery than 
your Evo step cycle length) become ready, consider delivering them in future regular delivery 
cycles. 

The conceptual problem of ‘dividing up the indivisible’, which people wrongly perceive as a 
problem, is explained by pointing out that: 

• We do not ask you to act like Solomon and demand to ‘split the baby in half’ 
• We are not talking about system ‘construction’ 
• We are talking about delivering ‘results’, not technical components, in small 

increments. 
So, the systems are organically whole. No unreasonable chopping them into non-viable 

components is being asked. But we are still not going to overwhelm the user with all the 
capability of the system. For example, you probably learned PC software, like your word 
processor or email capability gradually. It might have been delivered to you as five million 
software instructions from Microsoft, with 20,000 features, most of which you do not need. But 
you could ignore most of them, and focus on getting your current job done.     

You probably picked up additional tricks gradually. You found them by experimentation 
with the menus. A friend showed you some tricks. You might be one of those weirdoes who 
actually read a manual. Maybe you looked new capability up, using the Help menu. Maybe you 
got help from a help desk. You probably did not go on a two-week course, with an examination, 
to learn to be proficient at a high level. Nevertheless, the entire system was ‘delivered’ to you all 
at once. Then a new version became available, a million lines of code at once, but again you 
probably used it the same way as last time, picking up new features gradually.  

Microsoft is not worried about building these features as each new user needs them. They 
build what they must for their market in their ‘backroom’, and we deliver to ourselves, in our 
‘frontroom’ at an evolutionary learning pace, based on need and ability. The key idea is the 
incremental use of a system, which increases the user (or at least internal stakeholder such as 
sales or help desk) capability. Building and construction are semi-independent topics. You can 
build a system in the same step cycle time as it takes to deploy with a user, but you do not have 
to! 

Some Additional Ideas for Decomposition 

Here are some additional ideas for decomposition, which build on what we discussed earlier: 

• Divide by deadline: do things early as needed by external stakeholders. 



• Divide by stakeholder: there are typically about 30 internal and external stakeholders (for 
example, developers, suppliers, senior managers and end-users) in any project.  

o Deliver to one of these at a time (for example, to the salesperson who must 
demonstrate early to customers). 

o Divide by experience of stakeholder: deliver to the very experienced stakeholders 
first, and the novices later (or vice versa). 

o Divide by individual stakeholder: deliver to one particular local stakeholder that you 
have a good relationship with. 

o Deliver to an internal example of a stakeholder (that is, someone with the same 
function within your organisation), so that if something goes wrong you can control 
the bad news. 

o Deliver to a highly co-operative stakeholder that will give you adequate time 
(Johansen 2004) 

• Divide by geography. 

o Deliver in your site’s town or country before conquering the world. 

o Deliver where critical leading edge clients are to be found. 

• Divide by value: deliver the highest value first, but remember that different stakeholders have 
quite different values, and value is not always financial. 

o Divide by tasks in a set of tasks: divide into sets of tasks, so that some useful tasks are 
operable early and ‘luxury’ tasks, which are infrequently used, come last. 

o Divide by risk level: sometimes the highest ‘value’ to internal stakeholders, is to get 
the high risk strategies and architectures tested to make sure that they really will 
work, before investing more on scaling up. 

Summary 

Most systems are capable of decomposition into Evo steps: an early (next week), continuous 
series of about one-week-to-delivery-to-stakeholder result cycles. The decomposition is by value 
delivery increments; it is not about ‘construction’ increments. 

Evo decomposition can follow a policy that might prioritize profitability, or risk control, or 
effect on stakeholders, or any combination of interesting objectives. 

Evo decomposition can be done as a process, using a set of known principles of 



decomposition. The most fundamental of these principles is to partially deliver improvements in 
performance, especially quality levels, to stakeholders. 
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